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Software Reuse 
The concept of software reuse was first perceived in 

the context of a program library. As new tools have been 
developed, the goal of reusable components has expand­
ed. For example, Ada packages that encapsulate ab­
stracted code fragments can be shared and reused. The 
artificial-intelligence-based knowledge perspective also 
suggests ways to reuse conceptual units having a gran­
ularity finer than code fragments and program libraries. 
Finally, the extension of 4GL techniques provides a 
mechanism for reusing application-class conventions with 
a natural human interface. 

Training and Domain Specialization 
All software development requires some domain 

knowledge. In the early days of computing, the program­
mer's knowledge of the new technology was the key, and 
the domain specialist explained what was needed. To­
day, almost every recent college graduate knows more 
about computer science than did those early program­
mers. Thus, there is an emphasis on building applica­
tions. As more tools become available, one can expect 
software developers to divide into two classes. The soft­
ware engineer will, as the name implies, practice en­
gineering discipline in the development of complex soft­
ware products, such as embedded applications and com­
puter tools for end users. The domain specialists will use 
those tools together with the domain knowledge to build 
applications that solve problems in their special environ­
ment. We can see this trend in the difference between 
Ada and the 4GLs. Ada incorporates powerful features 
that are not intuitively obvious; the features are built on 
a knowledge of computer science and must be learned. 
The 4GLs, however, offer an implementation perspec­
tive that is conceptually close to the end user's view. The 
software engineer builds the language; the domain spe­
cialist uses it. 

WHAT OTHERS SAY 
What do the experts in software engineering say about 

the future of this discipline and the hope for significant 
improvements in productivity? In explaining why the 
Strategic Defense Initiative is beyond the ability of cur­
rent (and near-term) software practice, Parnas 15 offered 
a negative critique of most research paths. He said that 
the problem involves complex real-time communication 
demands, adding that there is limited experience in 
designing programs of this architecture and magnitude 
and that there is no way to test the system thoroughly. 
No ongoing approach, he concluded, could overcome 
these difficulties. 
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Boehm, I in an article on improving productivity, was 
more positive. Speaking of state-of-the-art software ap­
plications, he offered this advice: write less code, reduce 
rework, and reuse software-especially commercially 
available products, where possible. 

Brooks 16 discusses the possibility of improving soft­
ware productivity. He has catalogued research directions 
in some detail and concluded that the biggest payoff 
would come from buying rather than building, learning 
by prototyping, building systems incrementally, and­
most important to him-training and rewarding great 
designers. Of those four recommendations, the first 
reflects the spinning off of tools that can be used by do­
main specialists, and the next two relate to the need to 
build up knowledge about an application before it can 
be implemented. The last of Brooks's positive approach­
es recognizes that software design (like every other crea­
tive activity) depends on, and is limited by, the individu­
al's ability, experience, understanding, and discipline. 
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